Q1: Why **java** platform is **independent**?

A1: Because of its bytecodes which can run on any system.

S1: Java platformu neden **bağımsızdır**?

C1: Herhangi bir sistemde çalışabilen bayt kodlarından dolayı.

Q2: Why java is **not 100% object oriented**?

A2: Because it makes use of 8 primitive data types which are not object.

S2: Java neden **%100 nesne yönelimli değil**?

C2: Çünkü nesne olmayan 8 primitive data türünü kullanır.

Q3: Explain **public static void main (String [] args)** in Java. A3: This is the **entry point** for any Java program.

**public**: it is an access modifier which is used to specify who can access this method. it means this method will be accessible by any class.

**static**: it is a keyword in java which identifies it is class based. we use it for main () is made static in java so that it can be accessed without creating the instance of a class.

**void**: it is the return type of the method.

**main** (): it is the name of the method which is searched by JVM. JVM: java virtual machine.

**String args**: it is the parameter passed to the main method.

S3: **public static void main (String [] args)** Java’da yer alan bu yapıyı açıklayınız.

C3: Bu, herhangi bir Java programı için giriş noktasıdır

**public**: bu yönteme kimin erişebileceğini belirtmek için kullanılan bir erişim değiştiricidir ve bu yöntemin herhangi bir sınıf tarafından erişilebilir olacağı anlamına gelir.

**static**: Java'da sınıf tabanlı olduğunu tanımlayan bir anahtar kelimedir. main (), bir

sınıfın oluşumunu oluşturmadan erişilebilmesi için Java’da static yapılır.

**void**: methodun return type dır.

**main** (): JVM tarafından aranan methodun adıdır.

JVM: Java sanal makinesi

**String args** ise main methoda iletilen parametredir.

Q4: What are the **wrapper classes** in java?

A4: Wrapper classes convert the java primitives into the reference types or object of that class.

S4: **Wrapper Class’lar** nelerdir?

C4: Wrapper Class’lar Java primitive datalarını o sınıfın başvuru türlerine veya o Class’ın nesnelerine dönüştürürler.

Q5: What is **constructor** in Java?

A5: it refers to a block of code which is used to initialize an object. it must have the same name as the name of the class.

S5: Java da **Constructor** nedir?

C5: Bir nesneyi başlatmak için kullanılan bir kod bloğunu ifade eder. Sınıfın adıyla aynı ada sahip olmalıdır.

Q6: How many types of the constructers are there in java? A6: There are **two types**;

1. **Default Constructor**: it doesn’t take any input.
2. **Parameterized Constructor**: it is capable of initializing the instance variables with the provided values.

S6: Kaç çeşit Constructor vardır? C6: 2 çeşit Constructor vardır.

1. Default Constructor: herhangi bir girdi ya da değer almaz.
2. Parmeterized Constructor: durum değişkenlerini sağlanan değerlerle başlatabilir.

Q7: How can we make a class **singleton**? A7: By making its **constructer private**.

S7: Bir Class i nasıl singleton yapabiliriz?

C7: O Class’ta ki Constructor i private yaparak.

Q8: What is the difference between **ArrayList** and **Vector** in Java?

A8: **ArrayList** is not synchronized so that it is fast but **vector** is synchronized so that it is slow as it is thread safe.

S8: Java da ArrayList ve Vector arasındaki fark nedir?

C8: ArrayList hızlı olması için senkronize edilmiştir ancak Vector, iş parçacığı açısından güvenli olduğundan yavaş olması için senkronize edilmiştir.

Q9: What is the **difference** between **equals ()** and **==** in Java?

A9: **equals ()** operator for using to compare primitives and objects.

**==**, it uses to compare two objects.

S9: Java da equals () ve = = işareti arasındaki fark nedir?

C9: equals () operatörü primitive dataları ve Objectleri karşılaştırmak için kullanılır.

== ise iki tane Object i karşılaştırmak için kullanılır.

Q10: What are the **differences** between **heap** and **stack memory** in java?

A10: **Heap memory** is used by all the parts of the application and objects stored in the heap are globally accessible. **Stack memory** is used only by one thread of execution and it cannot be accessed by others.

Q10: Java’da Heap ve Stack Memory arasındaki farklar nelerdir?

C10: Heap hafızası bir Application in tüm parçaları tarafından kullanılır. Objectler Heap

içinde depolanır ve herkesçe genel kullanıma müsaittir. Stack hafıza ise sadece bir

yürütme dizisi tarafından kullanılır ve diğerleri tarafından asla kullanılamaz.

Q11: What is a **package** in java?

A11: It is a collection of related classes.

S11: Java da package nedir?

C11: İlgili Class’ların toplandığı yerdir.

Q12: What are the **advantages of the packages**? A12: 1 avoiding name clashes.

1. easier access control on the code
2. it can also contain hidden classes which are not visible to the outer classes.

S12: Package’ların avantajları nelerdir? C12: 1. İsim çatışmasını önler.

1. Kodlara kolay ulaşım sağlar.
2. Gizli Class’ları barındırır ki Class dışından görülemesin.

Q13: Why **pointers** are not use in Java?

A13: Because they are unsafe and increases the complexity of the program.

S13: Neden pointer lar Java da kullanılmazlar?

C13: Çünkü güvenli değillerdir ve program içindeki karmaşıklığı artırırlar.

Q14: What is **JIT compiler** in java?

A14: Just in Time compiler is a program that helps in converting the java bytecodes into the instructions.

S14: Java da **JIT derleyici** (**compiler**) nedir?

C14: JIT derleyici yani tam zamanlı derleyici, Java bayt kodlarını talimatlara dönüştürmeye yardımcı olan bir programdır.

Q15: What are the **access modifiers** in java? A15: Default, Private, Public and Protected.

Q16: Explain the access modifiers in java?

A16: **Default**: accessible same packages and same class **Public**: accessible any packages and any class **Private**: accessible only same class

**Protected**: not accessible only different package non-subclass.

S15: Java da access modifier lar nelerdir? C15: Default, Private, Public ve Protected.

S16: Java’da ki access modifier lari açıklayınız? C16: Default: ayni package ve class tan ulaşılabilir.

Public: tüm package lar ve class tan ulaşılabilir. Private: sadece ayni class tan ulaşılabilir.

Protected: sadece farklı pakette ama alt olmayan class tan ulaşılamaz. Diğer şekillerde ulaşılabilir.

(Uyarı: Protected a dikkat edin lütfen yani ayni package ya da farklı package olması önemli değil sadece farklı package in alt class in da olmayan dosyadan erişim sağlanamıyor.)
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\*Tablo burada daha net anlaşılabilir. same => ayni;

different => farklı;

subclass - alt class => alt kumesi gibi;

non-subclass => alt class i olmayan demek.

Q17: Define a **class** in Java?

A17: A class is our working area which includes all our data. It contains fields variables and methods.

S17: Java da class i tarif ediniz?

C17: Class, datalarımızı barındıran içinde field variable’ları ve method’ların olduğu

bizim çalışma alanımızdır.

Q18: What is an **Object** in java and how is it created?

A18: Object is an instance of the class having instance variables. An object is created using by the **new** keyword in java.

S18: Java da obje (Object) nedir ve nasıl oluşturulur?

C18: Obje, örnek değişkenlere sahip sınıfın bir örneğidir. Java'da **new** anahtar

sözcüğü kullanılarak bir Obje oluşturulur.

Q19: What is **OOP** (**Object Oriented Programming**)?

A19: It is a programming model or approach is ideal for the programs large and complex codes and needs to be actively updated and maintained. The programs are organized around objects rather than logic and functions.

S19: OOP nesne yönelimli programlama nedir?

C19: Bu bir programlama modeli veya yaklaşımı, büyük ve karmaşık kodlu

programlar için idealdir ve aktif olarak güncellenmesi ve sürdürülmesi gerekir. Programlar, mantık ve işlevler yerine objeler etrafında düzenlenmiştir.

Q20: What are the main concepts of OOPs in JAVA?

A20: **Inheritance**, **Encapsulation**, **Abstraction**, **Polymorphism**.

Q21: Explain them? A21:

**Inheritance**: it is a process where once class acquires the properties of another.

**Encapsulation**: it is a mechanism of wrapping up data.

**Abstraction**: it is a methodology of hidding implementation details from the user.

**Polymorphism**: it is the ability of a variable to take multiple forms.

S20: Java da OOPs nin ana konsepti nelerdir?

C20: İnheritance, Encapsulation, Abstraction, Polymorphism.

S21: Bunları (OOPs nin ana konseptleri) açıklayınız? C21:

**Inheritance** kalıtım-miras: Bir sınıfın başka bir sınıfın özelliklerini elde ettiği miras aldığı bir süreçtir.

**Encapsulation**-kapsülleme: Verileri sarmalama mekanizmasıdır.

**Abstraction**-soyutlama: Kullanıcıdan var olan detayları gizleme metodolojisidir.

**Polymorphism**: Bir değişkenin birden çok form alma yeteneğidir.

Q22: What is the difference between **local variables** and **instance variables**?

A22: A **local variables**: It is a typically used inside a method, constructor or a block and it has only local scope. An **instance variable**: It is a variable which bounded to its object itself. They are declared within a class but outside of the method.

S22: Local variables ile instance variables arasındaki fark nedir?

C22: **Local variables**: tipik olarak bir method, constructor veya block içinde kullanılır ve yalnızca yerel kapsamı vardır. **Instance variables**: objesinin kendisine bağlı bir

değişkendir. Bir class içinde ancak method dışında bildirilirler.

Q23: What are the differences between **constructors** and **methods** in java? A23:

1. Constructors: it is used to initialized the state of an object. Methods: it is used to represent the behavior of an object.
2. Constructors: it does not have any return type. Methods: it must have a return type.
3. Constructors: it is invoked implicitly Methods: It needs to be invoked explicitly
4. Constructors: it must be same name as the name of class. Methods: it may be or not.

S23: Java da **Constructors** ve **Methods** arasındaki farklar nelerdir? C23:

1. Constructors: Bir objenin durumunu başlatmak için kullanılır. Methods: Bir objenin davranışını temsil etmek için kullanılır.
2. Constructors: Herhangi bir dönüş türü (return type) yoktur. Methods: Bir (return type) dönüş türüne sahip olmalıdır.
3. Constructors: (Örtülü) İmplicitly olarak çağrılır Methods: (Açıkça) Explicitly çağrılması gerekiyor
4. Constructors: Class adıyla aynı isimde olmak zorundadır. Methods: Olabilir veya olmayabilir de.

Q24: What is the **final keyword** in java?

A24: Final is a special keyword in java that is used as a **non-access modifier**.

Q25: Explain using **final keyword**?

A25: When the final keyword is used with a variable then its value cannot be changed once assigned.

**final method**: it cannot be overridden.

**final class**: it cannot be extends.

S24: Java’da **final keyword** unu açıklayınız?

C24: Final Java özel bir keyword dur ve non-access modifier (erişim olmayan

değiştirici) olarak kullanılır.

S25: Final keyword un kullanımını açıklayınız?

C25: Final keywordunu bir variable ile kullandığımızda onun value yani değeri bir kez atandığı için değiştirilemez.

Final Methodlar **override** edilemez. Final Class’lar **extends** edilemez.

Q26: What are the differences between **break** and **continue statements**? A26:

1. Break can be used in switch and loops. Continue is just used in loops.
2. Break terminates the moments it is executed.

Continue it does not terminate just jumps to the next step.

S26: Break ve Continue yapıları arasındaki farklar nelerdir? C26:

1. Break Switch ve Loop’larda kullanılır. Continue sadece Loop’larda kullanılır.
2. Break sistem çalışırken bulunduğu işlemi sonlandırır.

Continue işlemi sonlandırmaz sadece sıradaki diğer seçeneğe atlar.

Q27: What is an **infinite loop** in java?

A27: It is an instruction sequence in java that loops endlessly when a functional exist is not met.

S27: Java’da sonsuz döngü (Loop) nedir?

C27: Java’da bir işlevsellik karşılanmadığında, bir talimat dizisi tarafından sonsuz

döngüye girilir.

Q28: What is the difference between **this()** and **super()** keywords in java?

A28: This () is used to call the default constructors of the same class but super () used to call them of the parent/base class.

Note: This () and super () keywords must be the first line of a block.

S28: Java'da this() ve super() anahtar kelimeler arasındaki fark nedir?

C28: This() aynı class in varsayılan Constructor’larını çağırmak için kullanılır, ancak super() onları ebeveyn / temel class tan çağırmak için kullanılır.

Not: this () ve super () (anahtar sözcükleri) keywords bir bloğun ilk satırında yer almalıdırlar.

Q29: What is a Java **String Pool**?

A29: It refers a collection of Strings which are stored in heap memory. Whenever a new object is created, it first checks the object is already in the pool or not.

S29: Java da String Pool nedir?

C29: Heap hafıza içinde String’lerin toplandığı havuz yani yerdir. Bir Object

oluşturulduğu zaman onun bu havuzda önceden olup olmadığını kontrol eder.

Q30: What are the differences between **static** and **non-static methods**? A30:

1. **Static Methods:** The static keyword must be used before the method name but

**Non-static Methods:** no need to use static the keyword.

1. **Static Methods:** it is called using the class but **non-static Methods:** it is can be called like general methods.
2. **Static Methods:** it cannot be access non static variables but **non-static Methods:** it can access them.

S30: Static method ve non-static methodlar arasındaki farklar nelerdir? C30:

1. Static method: Static anahtar sözcüğü method adından önce kullanılmalıdır.

Ancak non-static method anahtar kelimesini statik kullanmaya gerek yoktur.

1. Static method: Class kullanılarak çağrılır

Ancak non-static methodlar genel methodlar gibi çağrılabilir.

1. Static method: Statik olmayan değişkenlere (variables) erişilemez

Ancak non-static method bunlara erişebilir.

Q31: What are the differences between **Strings** and **StringBuilder**? A31: 1. **storage area;** Strings in StringPool

StringBuilder in Heap area

* 1. **Thread safe;** Strings yes

StringBuilder no

* 1. **form;** Strings immutable StringBuilder mutable
  2. **Performance** Strings Fast

StringBuilder more efficient, especially setter and getter methods.

S31. **String**’ler ve **StringBuilder**’lar arasındaki farklar? A31: 1. **saklama alanı;** String’ler StringPool'da

StringBuilder Heap hafızada

1. **İş parçacığı güvenliği;** String’ler evet

StringBuilder no

1. **form;** String’ler Değişmez

StringBuilder değiştirilebilir

1. **Performans**; String’ler Hızlı

StringBuilder daha verimli, özellikle setter ve getter

methodlarinda.

Q32: Is constructor **inherited**? A32: No, it is not inherited.

S32: Constructor’lar inherited edilebilir mi? C32: Hayır edilemez.

Q33: What is a **ClassLoader** in java?

A33: It is a subset of JVM that is responsible for loading the class file.

Q34: How many ClassLoader java **provides** and what are they? A34: Java provides **3 ClassLoader**.

1. Bootstrap
2. Extension
3. System/ Application.

S33: ClassLoader nedir?

C33: JVM in altkümesi ve class dosyalarının yüklenmesinden sorumlu yapı.

S34: Kaç tane ClassLoader vardır ve nelerdir? C34: Java 3 tane ClassLoader destekler

1. Bootstrap
2. Extension
3. System / Application

Q35: Why java Strings are **immutable** in nature?

A35: Simply means once String object is created its state cannot be modified. It enhances security caching, synchronization and performance of the application.

S35: Java’da String’ler neden doğası gereği değişmezdir?

C35: Basitçe, String objesi oluşturulduktan sonra durumunun değiştirilemeyeceği anlamına gelir. Uygulamanın güvenlik önbelleğini, senkronizasyonunu ve performansını artırır.

Q36: What is the difference between **Array** and **ArrayList**? A:36

1. Array cannot contain values of different data types. ArrayList can contain them.
2. Array's size must be defined.

Size of ArrayList can be dynamically changed.

1. Array need to specify the index in order to add data. ArrayList does not need that.
2. Arrays can contain Primitive data and objects. ArrayList can contain only objects.

S36: Array ve ArrayList arasındaki farklar nelerdir? C36:

1. Array, farklı veri türlerinin değerlerini içeremez.

ArrayList bunları içerebilir.

1. Array size’ı tanımlanmalıdır.

ArrayList size’ı dinamik olarak değiştirilebilir.

1. Veri eklemek için Array’in indeksi belirtmesi gerekir. ArrayList buna ihtiyacı yok.
2. Array’ler primitive data ve nesneler (Objects) içerebilir.

ArrayList yalnızca objeleri içerebilir.

Q37: What is a **Map** in java?

A37: Map is an interface of Util Package which maps unique keys to values.

Does not contain duplicate keys

Each key can map at maximum one value.

Q38: What is **Collection class** in Java?

A38: The collection is a framework that acts as an architecture for storing and manipulating a group of objects.

Q39: Explain about the **collection classes** what they include? A39: Includes: **interfaces**, **classes**, **methods**.

**List**, **queue** and **set** important part of collections.

S37: Java da Map nedir?

C37: Map, benzersiz anahtarları (keys) değerlerle (values) eşleştiren bir Util Paketi ara yüzüdür.

Yinelenen anahtarlar (key) içermez

Her anahtar (key) en fazla bir değerle(value) eşlenebilir

S38: Java da Collection Class nedir?

C38: Collection bir mimar gibi bir grup nesne objeyi depolamak ve işlemek için hareket eden bir çerçeveden framework tan oluşur.

S39: Collection Class’lar neler içerirler açıklayınız?

C39: Interface, class ve methodlar içerirler. List, queue ve set en önemli parçalarıdır

Collection Class’ların.

Q40: What is **Polymorphism**?

A40: A best example of this question is a mobile phone which is used like a camera or a calculate or a mp3 player or a remote.

Q41: How many types of **polymorphism** are there in java? A41: There are two types;

**Compile Time polymorphism** is method **overloading**.

**Run Time polymorphism** is done using **inheritance** and **interface**.

S40: Polymorphism nedir?

C40: Bu soruya en iyi örnek; kamera, hesap makinesi, mp3 çalar yada uzaktan

kumanda gibi kullanılan bir cep telefonudur.

Q41: Kaç çeşit Polymorphism vardır?

C41: 2 çeşittir;

* 1. Compile time Polymorphism method overloading dir.
  2. Run Time Polymorphism dir inheritance and interface tarafından yapılır.

Q42: What is the **abstraction** in java?

A42: It basically deals with hiding the details and showing the essential things to the user. it can be two ways abstraction classes and interfaces.

S42: Java’da **Abstraction** (soyutlama) nedir?

C42: Temelde ayrıntıları gizlemek ve önemli olanları kullanıcıya göstermekle ilgilenir. İki yol olabilir soyutlama sınıfları (Abstraction class) ve ara yüzleri (Interface)

Q43: What do you mean **interface** in Java?

A43: It is a collection of abstract methods and static constants. It does not have any constructions. It is a group of related methods with empty bodies.

S43: Java da Interface ne anlam ifade eder?

C43: Abstraction method ve statik sabitlerin birleşimidir. Herhangi bir Constructor’a sahip değildir. Boş gövdeli birbiriyle alakalı methodlar dan oluşan bir gruptur.

Q44: What are the differences between **abstract classes** and **interfaces**? A44: 1. Abstract Classes: it can provide that have to be overridden.

Interfaces: it cannot provide any code at all just signature.

1. Abstract Classes: a class may extend only one abstract class Interfaces: a class may implement several interfaces
2. Abstract Classes: it can have non-abstract methods Interfaces: All methods of interface are abstract
3. Abstract Classes: it can have instance variable Interfaces: it cannot have instance variables
4. Abstract Classes: it can have any visibility public protected private Interfaces: it must be public or none
5. Abstract Classes: it can contain constructions Interfaces: it cannot contain
6. Abstract Classes: fast

Interfaces: slow need to extra time to find corresponding method to the actual

class.

S44: Abstract Class ile Interface arasındaki farklar nelerdir? (**Bu soru olmazsa olmazlardan**) A44: 1. Abstract Class: Overridden yapılmasını sağlayabilir.

Interface: sadece imzada yer alır, herhangi bir kod sağlayamaz.

1. Abstract Class: bir class yalnızca bir soyut Abstraction class i genişletebilir (extend edebilir)

Interface: bir class birkaç Interface uygulayabilir

1. Abstract Class: soyut olmayan method sahip olabilir

Interface: Tüm (ara yüz) Interface methodlar (abstract tir) soyuttur

1. Abstract Class: örnek değişkeni (instance variable) olabilir

Interface: örnek değişkenlere (instance variables) sahip olamaz

1. Abstract Class: herkes tarafından ulaşılan görünürlüğe sahip olabilir public protected

private

Interface: sadece public olmalı ya da olmamalı

1. Abstract Class: Constructor içerebilir

Interface: Constructor içeremez

1. Abstract Class: hızlı

Interface: yavaş , gerçek class a uygun methodu bulmak için ekstra zamana

ihtiyacı var.

Q45: What is **inheritance** in java?

A45: it is a concept and helps to reuse the code.

it establishes a relationship among different classes. their names are parent class and child class

Q46: What is **child class** in java?

A46: A class which inherits the properties is known child class. Q47: What are the different types of inheritance?

A47: **Single**, **multilevel**, **hierarchical** and **hybrid**. Q48: Explain them?

A48: **single**: one parent one child

**multilevel**: more parents one child

**hierarchical**: one parent more child classes

**hybrid**: it is a combination of two or more types of inheritances.

S45: Java da Inheritance (kalıtım-miras) nedir?

A45: Bu bir kavramdır ve kodun yeniden kullanılmasına yardımcı olur.

Farklı class lar arasında bir ilişki kurar. İsimleri ebeveyn class ı ve alt class ıdır.

S46: Java da alt class (child) nedir?

A46: Özellikleri miras alan bir class, alt class olarak tanınır. S47: Inheritance çeşitleri nelerdir?

C47: tek (single), çok düzeyli(multilevel), hiyerarşik (hierarchical) ve karma (hybrid)

S48: Açıklayınız?

C48: Single: Bir ebeveyn bir çocuk Multilevel: Daha fazla ebeveyn bir çocuk Hierarchical: Bir ebeveyn daha fazla alt sınıf

Hybrid: İki veya daha fazla kalıtım türünün bir kombinasyonudur.

Q49: What is method **overloading** in java?

A49: It is to add or extend more to the method's behavior. It is a compile time polymorphism.

Methods must have different signature.

Methods of the same class shares the same name but each method must have a different number of parameters.

Or parameters having different types and order. It may or may not need inheritance in class.

Q50: What is method **overriding** in java?

A50: It is to "change" existing behavior of the method. It is a run time polymorphism.

The methods must have the same signature.

The sub-class has the same method with the same name.

Exactly the same number and type of parameters and same return type as a super class.

S49: Java da method Overloading nedir?

C49: Methodun davranışına daha fazlasını eklemek veya genişletmektir. Bu bir derleme zamanı (compile time) polimorfizmidir.

Methodların farklı imzaları olmalıdır.

Aynı Class’ta ki methodlar aynı adı paylaşır ancak her methodun farklı sayıda parametresi olmalıdır. Veya farklı tür ve sıraya sahip parametreler.

Class’ta mirasa inheritance ihtiyaç duyabilir veya gerekmeyebilir.

S50: Java da method Overridden nedir?

A50: Methodun mevcut davranışını "değiştirmektir". Bu bir çalışma zamanı polimorfizmidir.

Methods aynı imzaya sahip olmalıdır.

Alt class, aynı ada sahip aynı methoda sahiptir.

Tam olarak aynı sayıda ve türde parametreler ve süper class olarak aynı return type olmalıdır.

Q51: Can you override a private or static method in java?

A51: No, you cannot because it is not accessible there and you need to do inheritance in class.

S51: Özel ve statik methodu override edebilir misiniz?

C51: Hayır yapmazsınız, önce class içinde inheritance yapmanız lazım. Buda

imkânsız özel ve static olduğu için method.

Q52: Is **multiple inheritance** supported by java?

A52: Java doesn’t support multilevel inheritance. Because it is difficult for the compiler to decide. Which method to execute. If the same name of method in different parent classes.

S52: Java multiple Inheritance i destekler mi?

C52: Java bunu desteklemez. Çünkü derleyicinin compiler karar vermesi zor, hangi

methodun çalıştırılacağını, aynı method adı var ise farklı ebeveyn sınıflarında. (52.

soruda sunu kaçırmayalım burada ki multilevel demek bir den fazla parent class olayı yoksa Java hybrid ve

hierarchical gibi çoklu Inheritance lari destekliyor) (Derste burada iki babalı ya da iki anneli bi çocuk olmaz demişti Süleyman Bey. C++ da bunu destekliyor ama Java’da desteklemiyor)

Q53: What is **encapsulation** in java?

A53: The data is hidden from the outer world and can be accessed only via current class methods. Providing public methods to modify and view the values of the variables.

A53: Java da Encapsulation (kapsülleme) nedir?

C53: Veriler dış dünyadan gizlidir ve sadece mevcut class methodları aracılığıyla erişilebilir. Değişkenlerin değerlerini (value of the variables) değiştirmek ve

Q54: What is an **association** in java?

A54: It is a relationship where all objects have their own lifecycle and there is no owner. These relationships can be one to one, one to many, many to one and many to many.

Q55: What do you mean by **aggregation** in java?

A55: It is a specialized form of association where all objects have their own lifecycle but there is an ownership and child object cannot belong to another parent object.

Q56: What is a **composition** in java?

A56: It is again a specialized form of aggregation and we can call this as a death relationship.

S54: Java da **association** nedir?

C54: Tüm objelerin sahip olduğu bir ilişkidir. Kendi yaşam tarzları vardır ve sahipleri

yok. Bu ilişkiler bire bir veya çok olabilir, çoktan bire ve çoklu ilişkilerde mevcuttur.

S55: Java da **aggregation** ile neyi kastediyorsun?

C55: Özel bir association biçimidir. Objelerin kendi yaşam döngüleri vardır, ancak burada bir sahiplik vardır ve alt obje başka bir ana objeye ait olamaz.

S56: Java da **composition** nedir?

A56: Yine özel bir aggregation biçimidir ve buna ölü bir ilişkisi diyebiliriz.

Q57: What is a **marker interface**?

A57: It can be defined as the interface having no data member and member functions.

S57: İşaretleyici Interface nedir?

C57: Veri üyesi ve üye işlemi olmayan Interface i (marker) işaretleyici olarak tanımlarız.

Q58: What is **object cloning**?

A58: It is the process of creating an exact copy of an object. But object clone is a protected method, thus you need to override it.

S58: Object klonlaması nedir?

A58: Bu açık olarak bir objenin kopyasının yapılması prosedürüne denir. Fakat klonlanmış objenin methodu Protected olur, bu yüzden bu methodun **override** edilmesi gerekir.

Q59: What is a **constructor overloading**?

A59: It is a technique of adding any number of constructors to a class each having a different parameter list.

S59: Constructor Overloading (yapıcı aşırı yükleme) nedir?

C59: Her biri farklı olan bir Class’a herhangi bir sayıda ekleme tekniğidir.

Q60: How can you **handle** java **exceptions**?

A60: There are five keywords. **Try, catch, finally, throw** and **throws** using them. Q61: What is difference between **error** and **exception**?

A61: **Error**: it is an irrecoverable condition occurring at the run time.

**Exception**: it is condition that occur because of bad input or human error etc. in most of the cases it is possible to recover it.

Q62: What are the differences between **checked** and **unchecked exceptions**? A62: Checked Exceptions: They are checked at compile time.

Example; IO exception SQL exception.

Unchecked Exceptions: they are not checked at compile time. Example;

S60: Java da Exception in nasıl üstesinden geliriz?

C60: 5 tane keywords var. Try, catch, finally, throw ve throws ile. S61: Error ve Exception arasındaki fark nedir?

C61: Hata (error): Çalışma zamanında ortaya çıkan düzeltilemez bir durumdur.

İstisna (exception): Hatalı girdi nedeniyle ortaya çıkan durumdur veya insan hatası vb. Çoğu durumda kurtarmak mümkündür.

S62: Checked ve unchecked exceptions arasındaki fark nedir? A62: Checked Exceptions: Derleme zamanında kontrol edilirler. Ör: IO istisnası SQL istisnası

Unchecked Exceptions: Derleme sırasında kontrol edilmezler.

Ör: aritmetik istisna, nullpointer istisnası. (bu soru interviewlerde çokça soruluyor dikkat edelim.)

Q63: What purpose do the keywords **final**, **finally** and **finalize**? A63:

**Final**: It is used to apply restrictions on class method and variable Final class cannot be inheritance

Final method cannot be overridden Final variable cannot be changed

**Finally**: It is used to place important code; it will be executed.

Whether exception is handled or not.

**Finalize**: It is used to perform clean up processing just before The object is garbage collector.

S63: **Final**, **Finally** ve **finalize** keywordlerin kullanım amaçları nelerdir?

C63:

**Final**: Class methodu ve değişken variable üzerinde kısıtlamalar uygulamak için kullanılır.

Final class (miras) inheritance olamaz

Final method geçersiz kılınamaz (override edilemez)

Final variable değeri değiştirilemez

**Finally**: Önemli kodu yerleştirmek için kullanılır, çalıştırılır.

İstisnanın (exception) işlenip işlenmediği önemli değil.

**Finalize**: Temizleme işleminin hemen öncesinde gerçekleştirilmesi için kullanılır

Nesne çöp toplayıcı (garbage collector) çalışmasından önce. (önemli interview sorularindan)

Q64: What are the differences between **throw** and **throws**? A64:

1. **throw** is used to explicitly throw an exception,

**throws** is used to declare an exception.

1. **throw** is followed by an instance

**throws** is followed by class

1. **throw** is used within method

**throws** is used within the method signature

1. we cannot **throw** multiple exceptions

we can **throws** declare multiple exceptions.

S64: **throw** ve **throws** arasındaki farklar nelerdir? C64:

1. **throw** (fırlatma), açıkça bir istisna exception atmak için kullanılır

**throws** (atar) ise, bir istisna exception bildirmek için kullanılır

1. **throw** ardından bir örnek gelir

**throws** ardından class gelir

1. method içinde methodla beraber **throw** kullanılır

**throws**, method un imzası içinde kullanılır

1. **throw** ile birden fazla exception yapamayız,

**throws** ile birden çok exception bildirebiliriz.

Q65: What is **exception hierarchy** in java?

S65: Java da exception hiyerarşik yapısı nasıldır?

![](data:image/jpeg;base64,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)

Q66: How to create a **custom exception**?

A66: To create your own exception extend the exception class or any of its subclasses.

S66: Özel bir istisna exception nasıl yapılır?

C66: Kendi Exception’ınızı oluşturmak için exception class a extends edin veya onun alt klaslarından herhangi birinden extends edin.

Q67: What are the differences between **processes** and **threads**? A67:

* 1. Run in

process: separate memory spaces Threads: shared memory spaces

* 1. Control

process: by operating system threads: a programmer in a program

* 1. Forms

process: independent threads: dependent

S67: **Process** ve **threads** arasındaki farkları açıklayınız? C67:

1. Çalışma:

Süreç (prosess): ayrı bellek alanları

Konular, diziler (threads): paylaşılan bellek alanları

1. Kontrol

Process: işletim sistemine göre

Threads: bir programdaki programcı tarafından

1. Biçimler

processs: bağımsız

threads: bağımlı

Q68: What is a **finally block**?

A68: It is a block which always executes a set of statements.

It is always associated with a try block.

Q69: Is there a case when **finally**, will **not execute**? A69: Yes, there is. if the program exits by calling.

System.exit() or causing a fatal error.

S68: **Finally block** nedir?

C68: Her zaman bir dizi ifadeyi yürüten bir bloktur.

Her zaman bir try bloğu ile ilişkilidir.

S69: **Finally block** un çalışmayacağı bir durum var mı? C69: Evet var.

Program System.exit () ile çıkarsa veya önemli bir hatayla çıkış yaparsa çalışmaz.

Q70: what is **synchronization**? A:70:

-A synchronized block of code can be executed by only one thread at a time.

-As Java supports execution of multiple threads, two or more threads may access the same fields or objects.

-Synchronization is a process which keeps all concurrent threads in execution to be in sync.

-Synchronization avoids memory consistency errors caused due to inconsistent view of shared memory.

S70: Senkronizasyon nedir? C70:

-Senkronize edilmiş bir kod bloğu, bir seferde yalnızca bir iş parçacığı ile calisir.

-Java birden fazla iş parçacığının yürütülmesini desteklediğinden, iki veya daha fazla

iş parçacığı aynı alanlara veya objelere erişebilir.

-Senkronizasyon, tüm eşzamanlı iş parçacıklarını tutan bir işlemdir.

-Senkronizasyon, paylaşılan hafızanın kararsız görünümü nedeniyle bellek kararsızlık hatalarını önler.

(NOT: Genelde mülakatlarda bu açıklamanın pesinden Selenium’da senkronize

meselesi soruluyor)

Q71: Can we have **multiple catch blocks** under **single try block**?

A71: Yes, we can have multiple catch blocks under single try block but the approach should be from specific to general.

S71: Birden fazla catch i tek bir try blok altında uygulayabilir miyiz?

C71: Evet uygulayabiliriz. Ancak yaklaşım özelden genele doğru olmalıdır.

Q72: What is “**Out of Memory Error**”?

A72: “Out of Memory Error” is the subclass of java-lang. Error which generally occurs when our JVM runs out of memory.

S72: “OutOfMemoryError” (bellek hatası) nedir?

C72: OutOfMemoryError, java-lang'ın alt klasıdır. Genellikle JVM'mizin belleği dolduğunda oluşan hata.

Q73: What are the **important methods** of **Java Exception Class**?

A73:

1. String getMessage()
2. public StackTraceElement[] getStackTrace()
3. Synchronized Throwable getCause()
4. String toString()
5. void printStackTrace()

S73: Java exception class in en onemli methodlari nelerdir?

C73:

1. String getMessage()
2. public StackTraceElement[] getStackTrace()
3. Synchronized Throwable getCause()
4. String toString()
5. void printStackTrace()

Q74: What is a **Thread**?

A74: A thread is the smallest piece of programmed instructions which can be executed independently by a scheduler.

In Java, all the programs will have at least one thread, which is known as the main

thread.

Q75: What are the ways to create a **thread**?

A75: In Java, threads can be created in the following two ways; By implementing the Runnable interface.

By extending the Thread.

S74: (İş parçacığı) **Thread** nedir?

C74: İş parçacığı, programlanmış talimatların en küçük parçasıdır. Bir programlayıcı tarafından bağımsız olarak yürütülebilir.

Java'da, tüm programların en az bir iş parçacığı olacak ana iş parçacığı olarak bilinir.

S75: İş parçacığı oluşturmanın yolları nelerdir?

C75: Java'da iş parçacıkları aşağıdaki iki yolla oluşturulabilir;

Runnable ara yüzünü uygulayarak.

Thread’i genişleterek.

Q76: What is the **garbage collection**?

A76: Garbage collection in Java a program which helps in implicit memory management. Since in Java, using the new keyword you can create objects dynamically, which once created will consume some memory.

Q77: What are the different types of **garbage collectors** in Java? A77: 4 types;

**Serial** Garbage Collector **Parallel** Garbage Collector **CMS** Garbage Collector **G1** Garbage Collector

S76: Garbage collection nedir?

C76: Java'da çöp toplama, örtük implicit olarak hafıza yönetimine yardımcı olan bir programdır. Java'da, yeni anahtar sözcüğü kullanarak dinamik olarak objeler oluşturabilirsiniz, herhangi bir kez oluşturulduktan sonra biraz hafıza tüketir.

S77: Java da kaç farklı garbage collector çeşidi vardır? C77: 4 cesit;

Serial Garbage Collector Parallel Garbage Collector CMS Garbage Collector G1 Garbage Collector

Q78: Is **delete next, main exit** or **null** keyword in java? A78: No, we don’t use them as a keyword in java.

S78: Java da **delete next**, **main exit** veya **null** keyword olarak kullanılır mı?

C78: Hayır onları keyword olarak kullanamayız.

Q79: How many types of **memory areas** are allocated by JVM?

A79:

* 1. Class(method) area
  2. Heap
  3. Stack
  4. Program counter register
  5. Native Method Stack

S79: JVM tarafından kaç tür bellek alanı bulunur?

C79: 5 tanedir;

1. Class(method) area
2. Heap
3. Stack
4. Program counter register
5. Native Method Stack

Q80: What is the **default value** of the **local variables**?

A80: The local variables are not initialized to any default value.

S80: Yerel değişkenler (local variables)’in varsayılan değeri (default value) nedir? C80: Yerel değişkenler (local variables), herhangi bir varsayılan değerle (default

value) başlatılmaz.